MySQL Window Functions

**Summary**: in this tutorial, you will learn about MySQL window functions and their practical applications for solving analytical query challenges.

MySQL has supported window functions since version 8.0, allowing you to solve query problems more easily and with better performance.

Suppose that we have the sales table which stores the sales by employees and fiscal years:

CREATE TABLE sales(

sales\_employee VARCHAR(50) NOT NULL,

fiscal\_year INT NOT NULL,

sale DECIMAL(14,2) NOT NULL,

PRIMARY KEY(sales\_employee,fiscal\_year)

);

INSERT INTO sales(sales\_employee,fiscal\_year,sale)

VALUES('Bob',2016,100),

('Bob',2017,150),

('Bob',2018,200),

('Alice',2016,150),

('Alice',2017,100),

('Alice',2018,200),

('John',2016,200),

('John',2017,150),

('John',2018,250);

SELECT \* FROM sales;

It’s probably easier to understand window functions is to start with [aggregate functions](https://www.mysqltutorial.org/mysql-aggregate-functions/).

Aggregate functions summarize data from multiple rows into a single result row. For example, the following [SUM()](https://www.mysqltutorial.org/mysql-aggregate-functions/mysql-sum/)function returns the total sales of all employees in the recorded years:

SELECT

SUM(sale)

FROM

sales;

The [GROUP BY](https://www.mysqltutorial.org/mysql-basics/mysql-group-by/) clause allows you to apply aggregate functions to a subset of rows. For example, you may want to calculate the total sales by fiscal years:

SELECT

fiscal\_year,

SUM(sale)

FROM

sales

GROUP BY

fiscal\_year;

In both examples, the aggregate functions reduce the number of rows returned by the query.

Like the aggregate functions with the [GROUP BY](https://www.mysqltutorial.org/mysql-basics/mysql-group-by/) clause, window functions also operate on a subset of rows but they do not reduce the number of rows returned by the query.

For example, the following query returns the sales for each employee, along with the total sales of the employees by fiscal year:

SELECT

fiscal\_year,

sales\_employee,

sale,

SUM(sale) OVER (PARTITION BY fiscal\_year) total\_sales

FROM

sales;

In this example, the SUM() function works as a window function that operates on a set of rows defined by the contents of the OVER clause. A set of rows to which the SUM() function applies is referred to as a window.

The SUM() window function reports not only the total sales by fiscal year as it does in the query with the GROUP BY clause, but also the result in each row, rather than the total number of rows returned.

Note that window functions are performed on the result set after all [JOIN](https://www.mysqltutorial.org/mysql-basics/mysql-join/), [WHERE](https://www.mysqltutorial.org/mysql-basics/mysql-where/), [GROUP BY](https://www.mysqltutorial.org/mysql-basics/mysql-group-by/), and [HAVING](https://www.mysqltutorial.org/mysql-basics/mysql-having/) clauses and before the [ORDER BY](https://www.mysqltutorial.org/mysql-basics/mysql-order-by/), [LIMIT](https://www.mysqltutorial.org/mysql-basics/mysql-limit/) and [SELECT DISTINCT](https://www.mysqltutorial.org/mysql-basics/mysql-distinct/).

**2nd Example:**

CREATE TABLE employee\_performance (

id INT AUTO\_INCREMENT PRIMARY KEY,

employee\_id INT,

employee\_name VARCHAR(50),

department VARCHAR(50),

performance\_score INT,

review\_date DATE

);

INSERT INTO employee\_performance (employee\_id, employee\_name, department, performance\_score, review\_date) VALUES

(1, 'Alice', 'HR', 85, '2023-01-15'),

(2, 'Bob', 'HR', 90, '2023-01-20'),

(3, 'Charlie', 'IT', 88, '2023-01-25'),

(4, 'David', 'IT', 92, '2023-02-10'),

(5, 'Eva', 'Sales', 95, '2023-02-15'),

(6, 'Frank', 'Sales', 89, '2023-02-20'),

(7, 'Grace', 'HR', 87, '2023-03-05'),

(8, 'Hank', 'IT', 85, '2023-03-10'),

(9, 'Ivy', 'Sales', 90, '2023-03-15');

**Query: Using PARTITION BY with AVG**

To calculate the average performance score for each department, you can use the AVG window function with PARTITION BY:

SELECT

employee\_id,

employee\_name,

department,

performance\_score,

AVG(performance\_score) OVER (PARTITION BY department) AS avg\_department\_score

FROM

employee\_performance

ORDER BY

department, performance\_score DESC;

**Example 3:** Ranking Products by Sales Amount

**CREATE TABLE product\_sales\_rank (**

**id INT AUTO\_INCREMENT PRIMARY KEY,**

**product\_id INT,**

**product\_name VARCHAR(50),**

**sale\_amount DECIMAL(10, 2)**

**);**

**INSERT INTO product\_sales\_rank (product\_id, product\_name, sale\_amount) VALUES**

**(1, 'Product A', 100.00),**

**(2, 'Product B', 150.00),**

**(3, 'Product C', 120.00),**

**(1, 'Product A', 200.00),**

**(2, 'Product B', 180.00),**

**(3, 'Product C', 220.00);**

Query: Ranking Products by Sales Amount

**SELECT**

**product\_id,**

**product\_name,**

**sale\_amount,**

**RANK() OVER (PARTITION BY product\_name ORDER BY sale\_amount DESC) AS product\_rank**

**FROM**

**product\_sales\_rank**

**ORDER BY**

**product\_name, product\_rank;**

**Example:** Calculating Cumulative Sales by Month

**CREATE TABLE monthly\_sales (**

**id INT AUTO\_INCREMENT PRIMARY KEY,**

**sale\_date DATE,**

**sale\_amount DECIMAL(10, 2)**

**);**

**INSERT INTO monthly\_sales (sale\_date, sale\_amount) VALUES**

**('2023-01-01', 1000.00),**

**('2023-01-15', 1500.00),**

**('2023-02-01', 2000.00),**

**('2023-02-15', 1800.00),**

**('2023-03-01', 2200.00),**

**('2023-03-15', 1900.00);**

**Query: Calculating Cumulative Sales by Month**

**SELECT**

**sale\_date,**

**sale\_amount,**

**SUM(sale\_amount) OVER (ORDER BY sale\_date) AS cumulative\_sales**

**FROM**

**monthly\_sales**

**ORDER BY**

**sale\_date;**

SELECT

id,

sale\_date,

sale\_amount,

SUM(sale\_amount) OVER (ORDER BY sale\_date) AS cumulative\_sales,

ROW\_NUMBER() OVER (PARTITION BY YEAR(sale\_date), MONTH(sale\_date) ORDER BY sale\_date) AS row\_num

FROM

monthly\_sales

ORDER BY

sale\_date;

Example: Calculating Yearly Sales Growth

CREATE TABLE yearly\_sales (

id INT AUTO\_INCREMENT PRIMARY KEY,

year INT,

sale\_amount DECIMAL(10, 2)

);

INSERT INTO yearly\_sales (year, sale\_amount) VALUES

(2020, 10000.00),

(2021, 15000.00),

(2022, 20000.00),

(2023, 25000.00);

SELECT

year,

sale\_amount,

LAG(sale\_amount) OVER (ORDER BY year) AS previous\_year\_sales,

sale\_amount - LAG(sale\_amount) OVER (ORDER BY year) AS sales\_growth

FROM

yearly\_sales

ORDER BY

year;

SELECT

year, -- Select the year

sale\_amount, -- Select the sales amount for the year

LAG(sale\_amount) OVER (ORDER BY year) AS previous\_year\_sales, -- Get the sales amount for the previous year

sale\_amount - LAG(sale\_amount) OVER (ORDER BY year) AS sales\_growth -- Calculate the growth in sales compared to the previous year

FROM

yearly\_sales -- From the yearly\_sales table

ORDER BY

year; -- Order the results by year

The LAG function can be used with any time interval, such as years, months, weeks, days, or hours. It is not limited to years. The key is how you structure your data and the ORDER BY clause in the OVER window function.

**Example: Using LAG with Daily Interval**

**CREATE TABLE daily\_sales (**

**id INT AUTO\_INCREMENT PRIMARY KEY,**

**sale\_date DATE,**

**sale\_amount DECIMAL(10, 2)**

**);**

**INSERT INTO daily\_sales (sale\_date, sale\_amount) VALUES**

**('2023-01-01', 1000.00),**

**('2023-01-02', 1500.00),**

**('2023-01-03', 2000.00),**

**('2023-01-04', 1800.00),**

**('2023-01-05', 2200.00);**

**SELECT**

**sale\_date,**

**sale\_amount,**

**LAG(sale\_amount) OVER (ORDER BY sale\_date) AS previous\_day\_sales,**

**sale\_amount - LAG(sale\_amount) OVER (ORDER BY sale\_date) AS sales\_growth**

**FROM**

**daily\_sales**

**ORDER BY**

**sale\_date;**

**Example: Using LAG with Monthly Interval**

**CREATE TABLE monthly\_sales1 (**

**id INT AUTO\_INCREMENT PRIMARY KEY,**

**sale\_date DATE,**

**sale\_amount DECIMAL(10, 2)**

**);**

**INSERT INTO monthly\_sales1 (sale\_date, sale\_amount) VALUES**

**('2023-01-01', 1000.00),**

**('2023-02-01', 1500.00),**

**('2023-03-01', 2000.00),**

**('2023-04-01', 1800.00),**

**('2023-05-01', 2200.00);**

**SELECT**

**DATE\_FORMAT(sale\_date, '%Y-%m') AS sale\_month,**

**sale\_amount,**

**LAG(sale\_amount) OVER (ORDER BY sale\_date) AS previous\_month\_sales,**

**sale\_amount - LAG(sale\_amount) OVER (ORDER BY sale\_date) AS sales\_growth**

**FROM**

**monthly\_sales1**

**ORDER BY**

**sale\_date;**

**Example: Using LAG with Hourly Interval**

**CREATE TABLE hourly\_sales (**

**id INT AUTO\_INCREMENT PRIMARY KEY,**

**sale\_datetime DATETIME,**

**sale\_amount DECIMAL(10, 2)**

**);**

**INSERT INTO hourly\_sales (sale\_datetime, sale\_amount) VALUES**

**('2023-07-29 08:00:00', 1000.00),**

**('2023-07-29 09:00:00', 1500.00),**

**('2023-07-29 10:00:00', 2000.00),**

**('2023-07-29 11:00:00', 1800.00),**

**('2023-07-29 12:00:00', 2200.00);**

**SELECT**

**sale\_datetime,**

**sale\_amount,**

**LAG(sale\_amount) OVER (ORDER BY sale\_datetime) AS previous\_hour\_sales,**

**sale\_amount - LAG(sale\_amount) OVER (ORDER BY sale\_datetime) AS sales\_growth**

**FROM**

**hourly\_sales**

**ORDER BY**

**sale\_datetime;**

**MySQL Window Function list**

The following table shows the window functions in MySQL:

| **Name** | **Description** |
| --- | --- |
| [CUME\_DIST](https://www.mysqltutorial.org/mysql-window-functions/mysql-cume_dist-function/) | Calculates the cumulative distribution of a value in a set of values. |
| [DENSE\_RANK](https://www.mysqltutorial.org/mysql-window-functions/mysql-dense_rank-function/) | Assigns a rank to every row within its partition based on the ORDER BY clause. It assigns the same rank to the rows with equal values. If two or more rows have the same rank, then there will be no gaps in the sequence of ranked values. |
| [FIRST\_VALUE](https://www.mysqltutorial.org/mysql-window-functions/mysql-first_value-function/) | Returns the value of the specified expression with respect to the first row in the window frame. |
| [LAG](https://www.mysqltutorial.org/mysql-window-functions/mysql-lag-function/) | Returns the value of the Nth row before the current row in a partition. It returns NULL if no preceding row exists. |
| [LAST\_VALUE](https://www.mysqltutorial.org/mysql-window-functions/mysql-last_value-function/) | Returns the value of the specified expression with respect to the last row in the window frame. |
| [LEAD](https://www.mysqltutorial.org/mysql-window-functions/mysql-lead-function/) | Returns the value of the Nth row after the current row in a partition. It returns NULL if no subsequent row exists. |
| [NTH\_VALUE](https://www.mysqltutorial.org/mysql-window-functions/mysql-nth_value-function/) | Returns value of argument from Nth row of the window frame |
| [NTILE](https://www.mysqltutorial.org/mysql-window-functions/mysql-ntile-function/) | Distributes the rows for each window partition into a specified number of ranked groups. |
| [PERCENT\_RANK](https://www.mysqltutorial.org/mysql-window-functions/mysql-percent_rank-function/) | Calculates the percentile rank of a row in a partition or result set |
| [RANK](https://www.mysqltutorial.org/mysql-window-functions/mysql-rank-function/) | Similar to the DENSE\_RANK() function except that there are gaps in the sequence of ranked values when two or more rows have the same rank. |
| [ROW\_NUMBER](https://www.mysqltutorial.org/mysql-window-functions/mysql-row_number-function/) | Assigns a sequential integer to every row within its partition |

MySQL CUME\_DIST Function

Overview of MySQL CUME\_DIST() Function

The CUME\_DIST() is a [window function](https://www.mysqltutorial.org/mysql-window-functions/) that returns the cumulative distribution of a value within a set of values. It represents the number of rows with values less than or equal to that row’s value divided by the total number of rows.

The returned value of the CUME\_DIST() function is greater than zero and less than or equal to one (0 < CUME\_DIST() <= 1). The repeated column values receive the same CUME\_DIST() value.

The following shows the syntax of the CUME\_DIST() function:

CUME\_DIST()

OVER (

PARTITION BY expr

ORDER BY expr [ASC | DESC]

)Code language: SQL (Structured Query Language) (sql)

In this syntax:

PARTITION BY

The PARTITION BY clause divides the result set into partitions to which the CUME\_DIST() function is applied independently. If you omit the PARTITION BY clause, the function is applied to the whole result set.

ORDER BY

The ORDER BY clause specifies the order of the rows in each partition or the whole result set in case the PARTITION BY is omitted.

The CUME\_DIST() function calculates the cumulative distribution value of each row based on its order in the partition.

The approximate formula of the CUME\_DIST() function is as follows:

ROW\_NUMBER() / total\_rows

MySQL CUME\_DIST() function example

Let’s [create a table](https://www.mysqltutorial.org/mysql-basics/mysql-create-table/) called scores and populate some data for the demonstration:

CREATE TABLE scores (

name VARCHAR(20) PRIMARY KEY,

score INT NOT NULL

);

INSERT INTO

scores(name, score)

VALUES

('Smith',81),

('Jones',55),

('Williams',55),

('Taylor',62),

('Brown',62),

('Davies',84),

('Evans',87),

('Wilson',72),

('Thomas',72),

('Johnson',100);

The following statement uses the CUME\_DIST() function to find the cumulative distribution of the score in the result set:

SELECT

name,

score,

ROW\_NUMBER() OVER (

ORDER BY

score

) row\_num,

CUME\_DIST() OVER (

ORDER BY

score

) cume\_dist\_val

FROM

scores;

Here is the output:

![MySQL CUME_DIST Function Example](data:image/png;base64,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)

In this example, the score is sorted in ascending order from 55 to 100. Note that the [ROW\_NUMBER()](https://www.mysqltutorial.org/mysql-window-functions/mysql-row_number-function/) function was added for reference.

So how does the CUME\_DIST() function perform calculation?

In the initial step, the function identifies the number of rows in the result set where the values are less than or equal to 55. This count is found to be 2 for the first row. Next, the CUME\_DIST() function computes the cumulative distribution by dividing this count (2) by the total number of rows in the set, which is 10: 2/10. The result is 0.2 or 20%. The same procedure is then repeated for the second row.

![MySQL CUME_DIST Function - First Row](data:image/png;base64,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)

In the case of the third row, the CUME\_DIST() function identifies four rows within the result set where the values are less than or equal to 62. then, the CUME\_DIST() function computes the cumulative distribution by dividing this count (4) by the total number of rows in the set, which is 10: 4/10. The result is 0.4 or 40%.

The same calculation logic is applied to the remaining rows.

**Second Example**-- Step 1: Create the employee table

CREATE TABLE IF NOT EXISTS employee (

emp\_id INT AUTO\_INCREMENT PRIMARY KEY,

name VARCHAR(255),

salary DECIMAL(10, 2)

);

-- Step 2: Insert sample data into the employee table

INSERT INTO employee (name, salary) VALUES

('John Doe', 50000),

('Jane Smith', 60000),

('Alice Johnson', 70000),

('Bob Brown', 50000),

('Carol White', 80000);

-- Step 3: Use the CUME\_DIST() function to calculate the cumulative distribution of salaries

SELECT

emp\_id,

name,

salary,

CUME\_DIST() OVER (ORDER BY salary) AS salary\_cume\_dist

FROM

employee;

# **MySQL RANK Function**

**Summary**: in this tutorial, you will learn about the MySQL RANK() function and how to apply it to assign a rank to each row within the partition of a result set.

## **Introduction to MySQL RANK() function**

The RANK() function assigns a rank to each row within the partition of a result set. The rank of a row is specified by one plus the number of ranks that come before it.

Suppose you have a sample table as follows:

CREATE TABLE t (

val INT

);

INSERT INTO t(val)

VALUES(1),(2),(2),(3),(4),(4),(5);

SELECT \* FROM t;

The following statement uses the RANK() function to assign a rank to each row from the result set in the t table:

SELECT

val,

RANK() OVER (

ORDER BY val

) my\_rank

FROM

t;

The output indicates that the second and third rows have the same ties so they receive the same rank 2.

The fourth row has rank 4 because the RANK() function skips the rank 3.

## **MySQL RANK() function example**

Let’s use the sales table created in the [window function tutorial](https://www.mysqltutorial.org/mysql-window-functions/) for the demonstration.

If you have not created the sales table yet, here is the script:

CREATE TABLE IF NOT EXISTS sales(

sales\_employee VARCHAR(50) NOT NULL,

fiscal\_year INT NOT NULL,

sale DECIMAL(14,2) NOT NULL,

PRIMARY KEY(sales\_employee,fiscal\_year)

);

INSERT INTO sales(sales\_employee,fiscal\_year,sale)

VALUES('Bob',2016,100),

('Bob',2017,150),

('Bob',2018,200),

('Alice',2016,150),

('Alice',2017,100),

('Alice',2018,200),

('John',2016,200),

('John',2017,150),

('John',2018,250);

SELECT \* FROM sales;

The following statement uses the RANK() function to rank the sales employees by sales amount every year:

SELECT

sales\_employee,

fiscal\_year,

sale,

RANK() OVER (PARTITION BY

fiscal\_year

ORDER BY

sale DESC

) sales\_rank

FROM

sales;

In this example:

* First, the PARTITION BY clause breaks the result sets into partitions by fiscal year.
* Then, the ORDER BY clause sorts the sales employees by sales in descending order.

# **MySQL ROW\_NUMBER() Function**

The ROW\_NUMBER() function in MySQL is used to returns the **sequential number** for each row within its partition. It is a kind of window function. The row number starts from 1 to the number of rows present in the partition.

It is to be noted that MySQL does not support the ROW\_NUMBER() function before version 8.0, but they provide a **session variable** that allows us to emulate this function.

**Syntax**

The following are the basic syntax to use ROW\_NUMBER() in [MySQL](https://www.javatpoint.com/mysql-tutorial):

**Let us demonstrate it using an example**.

First, we are going to create a table named "**Person**" using the below statement:

**CREATE** **TABLE** Person (

**Name** **varchar**(45) NOT NULL,

  Product **varchar**(45) **DEFAULT** NULL,

  Country **varchar**(25) **DEFAULT** NULL,

  Year **int** NOT NULL

);

Next, it is required to add values to this table. Execute the below statement:

**INSERT** **INTO** Person(**Name**, Product, Country, Year)

**VALUES** ('Stephen', 'Computer', 'USA', 2015),

('Joseph', 'Laptop', 'India', 2016),

('John', 'TV', 'USA', 2016),

('Donald', 'Laptop', 'England', 2015),

('Joseph', 'Mobile', 'India', 2015),

('Peter', 'Mouse', 'England', 2016);

Next, execute the SELECT statement to display the records:

mysql> **SELECT** \* **FROM** Person;

Now, we can use the ROW\_NUMBER() function to assign a sequence number for each record using the below statement:

**SELECT** \*,

    ROW\_NUMBER() OVER(PARTITION **BY** Year) **AS** row\_num

**FROM** Person;

Again, we can use the ROW\_NUMBER() function to assign a sequence number for each record within a partition using the below statement:

**SELECT** \*,

    ROW\_NUMBER() OVER(PARTITION **BY** Year) **AS** row\_num

**FROM** Person;

### **MySQL ROW\_NUMBER() Using Session Variable**

In MySQL, session variables are variables that are specific to a particular session or connection. They are used to store temporary data that can be accessed and manipulated during the session. Session variables are defined using the SET statement and can be referenced using the @ symbol.

We can emulate the ROW\_NUMBER() function to add a row number in increasing order using the session variable.

Execute the below statement that add the row number for each row, which starts from 1:

**SET** @row\_number = 0;

**SELECT** **Name**, Product, Year, Country,

    (@row\_number:=@row\_number + 1) **AS** row\_num

**FROM** Person **ORDER** **BY** Country;

In this statement, we have first specify the session variable **@row\_number** indicated by @prfix and set its value 0. Then, we have selected the data from the table Person and increases the value for variable @row\_number by one to each row.

MySQL DENSE\_RANK Function

Introduction to MySQL DENSE\_RANK function

The DENSE\_RANK() is a [window function](https://www.mysqltutorial.org/mysql-window-functions/) that assigns a rank to each row within a partition or result set with no gaps in ranking values.

The rank of a row is increased by one from the number of distinct rank values that come before the row.

Here’s the basic syntax of the DENSE\_RANK() function:

DENSE\_RANK() OVER (

PARTITION BY partition\_expression

ORDER BY sort\_expression [ASC|DESC]

)Code language: SQL (Structured Query Language) (sql)

In this syntax:

* First, the PARTITION BY clause divides the result sets produced by the FROM clause into partitions. The DENSE\_RANK() function is applied to each partition independently.
* Second, the ORDER BY  clause specifies the order of rows in each partition on which the DENSE\_RANK() function operates.

If a partition has two or more rows with the same rank value, each of these rows will be assigned the same rank.

Unlike the [RANK()](https://www.mysqltutorial.org/mysql-window-functions/mysql-rank-function/) function, the DENSE\_RANK() function always returns consecutive rank values.

Suppose you have a table t with some sample data as follows:

CREATE TABLE t (

val INT

);

INSERT INTO t(val)

VALUES(1),(2),(2),(3),(4),(4),(5);

SELECT \* FROM t;

The following statement uses the DENSE\_RANK() function to assign a rank to each row:

SELECT

val,

DENSE\_RANK() OVER (

ORDER BY val

) my\_rank

FROM t;

MySQL DENSE\_RANK() function example

We will use the following sales table for the demonstration:

CREATE TABLE sales(

sales\_employee VARCHAR(50) NOT NULL,

fiscal\_year INT NOT NULL,

sale DECIMAL(14,2) NOT NULL,

PRIMARY KEY(sales\_employee,fiscal\_year)

);

INSERT INTO sales(sales\_employee,fiscal\_year,sale)

VALUES('Bob',2016,100),

('Bob',2017,150),

('Bob',2018,200),

('Alice',2016,150),

('Alice',2017,100),

('Alice',2018,200),

('John',2016,200),

('John',2017,150),

('John',2018,250);

SELECT \* FROM sales;

The following statement uses the DENSE\_RANK() function to rank the sales employees by sale amount.

SELECT

sales\_employee,

fiscal\_year,

sale,

DENSE\_RANK() OVER (

PARTITION BY fiscal\_year

ORDER BY sale DESC

) sales\_rank

FROM

sales;

In this example:

* First, the PARTITION BY clause divided the result sets into partitions using fiscal year.
* Second, the ORDER BY clause specified the order of the sales employees by sales in descending order.
* Third, the DENSE\_RANK() function is applied to each partition with the order of the rows specified by the ORDER BY clause.

Introduction to MySQL FIRST\_VALUE() function

The FIRST\_VALUE() is a [window function](https://www.mysqltutorial.org/mysql-window-functions/) that allows you to select the first row of a window frame, partition, or result set.

MySQL FIRST\_VALUE() function examples

The following statements [create a new table](https://www.mysqltutorial.org/mysql-basics/mysql-create-table/) named overtime and [insert](https://www.mysqltutorial.org/mysql-basics/mysql-insert/) sample data for the demonstration:

CREATE TABLE overtime (

employee\_name VARCHAR(50) NOT NULL,

department VARCHAR(50) NOT NULL,

hours INT NOT NULL,

PRIMARY KEY (employee\_name , department)

);

INSERT INTO overtime(employee\_name, department, hours)

VALUES('Diane Murphy','Accounting',37),

('Mary Patterson','Accounting',74),

('Jeff Firrelli','Accounting',40),

('William Patterson','Finance',58),

('Gerard Bondur','Finance',47),

('Anthony Bow','Finance',66),

('Leslie Jennings','IT',90),

('Leslie Thompson','IT',88),

('Julie Firrelli','Sales',81),

('Steve Patterson','Sales',29),

('Foon Yue Tseng','Sales',65),

('George Vanauf','Marketing',89),

('Loui Bondur','Marketing',49),

('Gerard Hernandez','Marketing',66),

('Pamela Castillo','SCM',96),

('Larry Bott','SCM',100),

('Barry Jones','SCM',65);

1) Using MySQL FIRST\_VALUE() function over the whole query result set example

The following statement gets the employee’s name, overtime, and the employee who has the least overtime:

SELECT

employee\_name,

hours,

FIRST\_VALUE(employee\_name) OVER (

ORDER BY hours

) least\_over\_time

FROM

overtime;

In this example, the ORDER BY clause ordered the rows in the result set by hours and the FIRST\_VALUE() picked the first row indicating the employee who had the least overtime.

2) Using MySQL FIRST\_VALUE() function with partitions example

The following statement finds the employee who has the least overtime in every department:

SELECT

employee\_name,

department,

hours,

FIRST\_VALUE(employee\_name) OVER (

PARTITION BY department

ORDER BY hours

) least\_over\_time

FROM

overtime;

In this example:

* First, the PARTITION BY clause divides the employees into partitions by departments. In other words, each partition consists of employees who belong to the same department.
* Second, the ORDER BY clause specifies the order of rows in each partition.
* Third, the FIRST\_VALUE() operates on each partition sorted by the hours. It returns the first row in each partition which is the employee who has the least overtime within the department.

MySQL LAG Function

**Summary**: in this tutorial, you will learn how to use the MySQL LAG() function to access data of a previous row from the current row in the same result set.

Introduction to MySQL LAG() function

The LAG() function is a [window function](https://www.mysqltutorial.org/mysql-window-functions/) that allows you to access data from a previous row in a result set from the current row without using a [self-join](https://www.mysqltutorial.org/mysql-basics/mysql-self-join/).

MySQL LAG() function examples

Let’s take some examples of using the LAG() function. We’ll use the following sales table for demonstration:

CREATE TABLE sales(

sales\_employee VARCHAR(50) NOT NULL,

fiscal\_year INT NOT NULL,

sale DECIMAL(14,2) NOT NULL,

PRIMARY KEY(sales\_employee,fiscal\_year)

);

INSERT INTO sales(sales\_employee,fiscal\_year,sale)

VALUES('Bob',2016,100),

('Bob',2017,150),

('Bob',2018,200),

('Alice',2016,150),

('Alice',2017,100),

('Alice',2018,200),

('John',2016,200),

('John',2017,150),

('John',2018,250);

SELECT \* FROM sales;

1) Basic MySQL LAG() function example

The following query uses the LAG function to compare the sales of a year with the previous one:

SELECT

sales\_employee,

fiscal\_year,

sale,

LAG(sale, 1 , 0) OVER (

PARTITION BY sales\_employee

ORDER BY fiscal\_year

) 'previous year sale'

FROM

sales;

How it works.

The LAG() function divides the rows in the sales table by sales employees into partitions. Since we have three sales employees, it creates three partitions:

PARTITION BY sales\_employee

In each partition, the LAG() function sorts the rows by fiscal years. Hence, the rows in each partition are sorted by fiscal year column:

ORDER BY fiscal\_year

For each row in a partition, the LAG() function returns the value in the sale column of the previous row. If there is no previous row, it returns 0 as we specify in the default\_value argument of the LAG() function:

LAG(sale, 1 , 0)

As a result, the LAG() function returns the sales of the previous year (or zero) from the current row.

2) Using multiple LAG functions

To compare the sales of the “current” year with the previous year, you can use an additional LAG() function as follows:

SELECT

sales\_employee,

fiscal\_year,

sale,

LAG(sale, 1, 0) OVER (

PARTITION BY sales\_employee

ORDER BY fiscal\_year

) AS previous\_year\_sale,

sale - LAG(sale, 1, 0) OVER (

PARTITION BY sales\_employee

ORDER BY fiscal\_year

) AS SALES\_previous\_year

FROM

sales;

MySQL LAST\_VALUE Function

**Summary**: in this tutorial, you will learn how to use the MySQL LAST\_VALUE() function to return the last row in an ordered set of rows.

MySQL LAST\_VALUE() Function Overview

The LAST\_VALUE() function is a [window function](https://www.mysqltutorial.org/mysql-window-functions/) that allows you to select the last row in an ordered set of rows.

MySQL LAST\_VALUE() function examples

Let’s set up a sample table for demonstration.

The following is the script to create the overtime table and populate data into the table.

CREATE TABLE overtime (

employee\_name VARCHAR(50) NOT NULL,

department VARCHAR(50) NOT NULL,

hours INT NOT NULL,

PRIMARY KEY (employee\_name , department)

);

INSERT INTO overtime(employee\_name, department, hours)

VALUES('Diane Murphy','Accounting',37),

('Mary Patterson','Accounting',74),

('Jeff Firrelli','Accounting',40),

('William Patterson','Finance',58),

('Gerard Bondur','Finance',47),

('Anthony Bow','Finance',66),

('Leslie Jennings','IT',90),

('Leslie Thompson','IT',88),

('Julie Firrelli','Sales',81),

('Steve Patterson','Sales',29),

('Foon Yue Tseng','Sales',65),

('George Vanauf','Marketing',89),

('Loui Bondur','Marketing',49),

('Gerard Hernandez','Marketing',66),

('Pamela Castillo','SCM',96),

('Larry Bott','SCM',100),

('Barry Jones','SCM',65);

1) Using MySQL LAST\_VALUE() function over the whole query result example

The following statement gets the employee name, overtime, and the employee who has the highest overtime:

SELECT

employee\_name,

hours,

LAST\_VALUE(employee\_name) OVER (

ORDER BY hours

RANGE BETWEEN

UNBOUNDED PRECEDING AND

UNBOUNDED FOLLOWING

) highest\_overtime\_employee

FROM

overtime;

2) Using MySQL LAST\_VALUE() function over partitions example

The following statement finds the employee who has the highest overtime in each department:

SELECT

employee\_name,

department,

hours,

LAST\_VALUE(employee\_name) OVER (

PARTITION BY department

ORDER BY hours

RANGE BETWEEN

UNBOUNDED PRECEDING AND

UNBOUNDED FOLLOWING

) most\_overtime\_employee

FROM

overtime;

In this example, first, the PARTITION BY clause divided the employees by departments. Then, the ORDER BY clause orders the employees in each department by overtime from low to high.

The frame specification in this case is the whole partition. As a result, the LAST\_VALUE() function picked the last row in each partition which was the employee who had the highest overtime.

MySQL LEAD Function

**Summary**: in this tutorial, you will learn how to use the MySQL LEAD() function to access data from the next row in the result set

Introduction to MySQL LEAD() function

The LEAD() function is a [window function](https://www.mysqltutorial.org/mysql-window-functions/) that allows you to access data from the next row in a result set

MySQL LEAD() function examples

Let’s take some examples of using the LEAD() function. We’ll use the following sales table for the demonstration:

CREATE TABLE sales(

sales\_employee VARCHAR(50) NOT NULL,

fiscal\_year INT NOT NULL,

sale DECIMAL(14,2) NOT NULL,

PRIMARY KEY(sales\_employee,fiscal\_year)

);

INSERT INTO sales(sales\_employee,fiscal\_year,sale)

VALUES('Bob',2016,100),

('Bob',2017,150),

('Bob',2018,200),

('Alice',2016,150),

('Alice',2017,100),

('Alice',2018,200),

('John',2016,200),

('John',2017,150),

('John',2018,250);

SELECT \* FROM sales;

1) Basic MySQL LEAD() function example

The following example uses the LEAD() function to pull the sales of the next row into the current row:

SELECT

sales\_employee,

fiscal\_year,

sale,

LEAD(sale) OVER (

PARTITION BY sales\_employee

ORDER BY fiscal\_year

) AS next\_year\_sale

FROM

sales;

How it works.

First, the PARTITION BY sales\_employee divides the rows in the table into three partitions, each representing the sales of one sales employee.

Second, the ORDER BY fiscal\_year sorts the rows in each partition by fiscal year in ascending order.

Therefore, the LEAD() function returns the sales of the next year from the current year for each sales employee. If there is no next year such as for the year 2018, the LEAD() function returns NULL.

2) Using multiple LEAD() functions in a query

The following query uses multiple LEAD() functions to calculate the sales vs. next year’s in percentage:

SELECT

sales\_employee,

fiscal\_year,

sale,

LEAD(sale) OVER (

PARTITION BY sales\_employee

ORDER BY fiscal\_year

) AS next\_year\_sale,

ROUND(sale - (LEAD(sale) OVER (

PARTITION BY sales\_employee

ORDER BY fiscal\_year)) / sale \* 100, 2) 'vs\_next\_year (%)'

FROM

sales;

In this example, we added a new column named vs\_next\_year (%). This column calculates the percentage change from the current year’s sales to the next year’s sales using the formula:

**( current year's sale - next year's sale ) x 100 / next year's sale**

**vs\_next\_year (%): This column calculates the percentage difference between the current year’s sales and the next year’s sales. The formula used is:**

This expression calculates the percentage change and assigns it to the vs\_next\_year (%) column.

MySQL NTH\_VALUE Function

**Summary**: in this tutorial, you will learn how to use the NTH\_VALUE() function to get a value from the Nth row in a result set.

Introduction to MySQL NTH\_VALUE() function

The NTH\_VALUE() is a [window function](https://www.mysqltutorial.org/mysql-window-functions/) that allows you to get a value from the Nth row in an ordered set of rows.

The NTH\_VALUE() function returns the value of expression from the Nth row of the window frame. If that Nth row does not exist, the function returns [NULL](https://www.mysqltutorial.org/mysql-basics/mysql-null/). N must be a positive integer e.g., 1, 2, and 3.

The FROM FIRST instructs the NTH\_VALUE() function to begin calculation at the first row of the window frame.

Note that SQL standard supports both FROM FIRST and FROM LAST. However, MySQL only supports FROM FIRST. If you want to simulate the effect of FROM LAST, then you can use the ORDER BY in the over\_clause to sort the result set in reverse order.

MySQL NTH\_VALUE() function examples

We will [create a new table](https://www.mysqltutorial.org/mysql-basics/mysql-create-table/) named basic\_pay for the demonstration.

CREATE TABLE basic\_pays(

employee\_name VARCHAR(50) NOT NULL,

department VARCHAR(50) NOT NULL,

salary INT NOT NULL,

PRIMARY KEY (employee\_name , department)

);

INSERT INTO

basic\_pays(employee\_name,

department,

salary)

VALUES

('Diane Murphy','Accounting',8435),

('Mary Patterson','Accounting',9998),

('Jeff Firrelli','Accounting',8992),

('William Patterson','Accounting',8870),

('Gerard Bondur','Accounting',11472),

('Anthony Bow','Accounting',6627),

('Leslie Jennings','IT',8113),

('Leslie Thompson','IT',5186),

('Julie Firrelli','Sales',9181),

('Steve Patterson','Sales',9441),

('Foon Yue Tseng','Sales',6660),

('George Vanauf','Sales',10563),

('Loui Bondur','SCM',10449),

('Gerard Hernandez','SCM',6949),

('Pamela Castillo','SCM',11303),

('Larry Bott','SCM',11798),

('Barry Jones','SCM',10586);

1) Using MySQL NTH\_VALUE() function over the result set

The following statement uses the NTH\_VALUE() function to find the employee who has the second highest salary :

SELECT

employee\_name,

salary,

NTH\_VALUE(employee\_name, 2) OVER (

ORDER BY salary DESC

) second\_highest\_salary

FROM

basic\_pays;

2) Using MySQL NTH\_VALUE() over partitions example

The following query finds the employee who has the second highest salary in every department:

SELECT

employee\_name,

department,

salary,

NTH\_VALUE(employee\_name, 2) OVER (

PARTITION BY department

ORDER BY salary DESC

RANGE BETWEEN UNBOUNDED PRECEDING AND UNBOUNDED FOLLOWING

) second\_highest\_salary

FROM

basic\_pays;

In this query, we added the PARTITION BY clause to divide the employees by department. Then the NTH\_VALUE() function is applied to each partition independently.

**RANGE BETWEEN UNBOUNDED PRECEDING AND UNBOUNDED FOLLOWING**

* This clause defines the window frame over which the function operates:
  + **RANGE**: Refers to a set of rows defined by a range of values. In this context, it considers all rows with a range of salary values within the partition.
  + **UNBOUNDED PRECEDING**: Indicates that the frame starts from the first row in the partition.
  + **UNBOUNDED FOLLOWING**: Indicates that the frame ends at the last row in the partition.

### **Why Use RANGE BETWEEN UNBOUNDED PRECEDING AND UNBOUNDED FOLLOWING?**

This frame definition ensures that the window function has access to all rows in the partition. It allows the function to consistently return the second-highest salary even if the order of the rows changes due to sorting by salary DESC.

In this context, using this frame guarantees that the second-highest value is correctly identified across all rows within each department.

MySQL NTILE Function

**Summary**: in this tutorial, you will learn how to use the MySQL NTILE() function to divide rows into a specified number of groups.

Introduction to MySQL NTILE() function

The MySQL NTILE() function divides rows in a sorted partition into a specific number of groups. Each group is assigned a bucket number starting at one. For each row, the NTILE() function returns a bucket number representing the group to which the row belongs.

See the following table that stores nine integers from one to nine:

CREATE TABLE t (

val INT NOT NULL

);

INSERT INTO t(val)

VALUES(1),(2),(3),(4),(5),(6),(7),(8),(9);

SELECT \* FROM t;

If you use the NTILE() function to divide nine rows into four groups, you will end up at the first group with three rows and the other three groups with four rows.

See the following demonstration:

SELECT

val,

NTILE (4) OVER (

ORDER BY val

) bucket\_no

FROM

t;

Let’s change the number of groups from four to three as shown in the following query:

SELECT

val,

NTILE (3) OVER (

ORDER BY val

) bucket\_no

FROM

t;